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Software Types



Program Types: S

* S—type programs
*x “specifiable”
* problem formally defined by a spec
* automated acceptance possible

* such software

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Program Types: S

formal

may statement k controls the
relate of pr'obl em sroduction

To

real PROGRAM
world

provides
mqybe of solution

intferest to S-type

Steve Easterbrook, http://www.cs.toronto.edu/~sme/CSC444F/slides/L20-SoftwareMaintenance.pdf
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Program lypes: P

* P—=type programs
* “problem-solving”
* problem models a real-world task
x 1mperfectly
* qualitative acceptance

* they

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Program lypes: P

P-type
real
world
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view of world
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specification

b
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|

Steve Easterbrook, http://www.cs.toronto.edu/~sme/CSC444F/slides/L20-SoftwareMaintenance.pdf



http://www.cs.toronto.edu/~sme/CSC444F/slides/L20-SoftwareMaintenance.pdf

Program lypes: E

* E-Type programs
* “embedded”
* solution 1s a part of the world
* acceptance 1s subjective

* they are

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Program lypes: E

, n abstract
requirements view of world

specification

Steve Easterbrook, http://www.cs.toronto.edu/~sme/CSC444F/slides/L20-SoftwareMaintenance.pdf
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Lehman’'s Laws of
Software Evolution



Lehman’s Laws (1/8)

* E-system rots unless adapted
* the process never stops
* (true for P-systems as well)

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Lehman’s Laws (2/8)

* E-system becomes more complex
* evolving means complicating

* (unless we do something)

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Lehman’s Laws (3/8)

* E-system evolution 1s SRP
* obeys certain statistical Llaws
* (distribution close to normal)

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Lehman’s Laws (4/8)

x* E—system dev activity 1s invariant
* throughout its lifetime
x (does not depend on resources)

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Lehman’s Laws (5/8)

* E-system changes per release
* 1nvariant
* throughout 1ts lifetime
* (too little: bored;
too much: overwhelmed)

M.M.Lehman, Programs, Life Cycles and Laws of Software Evolution, IEEE 68(9), 1980.



Lehman’s Laws (6/8)

* E-system must add features over time
* to keep users satisfied
x (expectations creep)

M.M.Lehman, J.F.Ramil, P.D.Wernick, D.E.Perry, W.M.Turski,
Metrics and Laws of Software Evolution — The Nineties View, METRICS, 1997.



Lehman’s Laws (7/8)

* E-system perceived quality declines
* 1nternal as well as external

+* (unless constantly maintained)

M.M.Lehman, J.F.Ramil, P.D.Wernick, D.E.Perry, W.M.Turski,
Metrics and Laws of Software Evolution — The Nineties View, METRICS, 1997.



Lehman’s Laws (8/8)

* E-system evolution 1s a
* feedback system

* multi-level

* multi-Lloop

* multi—agent

M.M.Lehman, J.F.Ramil, P.D.Wernick, D.E.Perry, W.M.Turski,
Metrics and Laws of Software Evolution — The Nineties View, METRICS, 1997.



Lehman’s Laws

* Continuing Change

* Increasing Complexity

* Self-regulation

* Conservation of Organisational Stability
* Conservation of Familiarity

* Continuing Growth

* Declining Quality

* Feedback System

M.M.Lehman, J.F.Ramil, P.D.Wernick, D.E.Perry, W.M.Turski,
Metrics and Laws of Software Evolution — The Nineties View, METRICS, 1997.



Maintenance
Types



Maintenance

* Modification of a software product
after delivery to correct faults, to
improve performance or other
attributes, or to adapt the product

to a modified environment

TEEE 1219, 1993



Malntenance phases

* Introductory
* user support!
* Growth
* correcting faults!
* Maturity
* enhancements!
* Decline
* technology replacement!

Hans van Vliet, Software Engineering: Principles and Practice. Jon Wiley & Sons, 20009.



Types of maintenance

* Corrective
* Adaptive
* Perfective

* Preventive

B.P.Lientz, E.B.Swanson, Software Maintenance Management, A Study of the Maintenance
of Computer Application Software in 487 Data Processing Organizations, 1980.
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* Corrective
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* Perfective

* Preventive
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Types of maintenance

* Corrective

* Adaptive

* Perfective
* user enhancement
x efficiency

x other

* Preventive

B.P.Lientz, E.B.Swanson, Software Maintenance Management, A Study of the Maintenance
of Computer Application Software in 487 Data Processing Organizations, 1980.



Top 5 problems

* Quality of documentation

* User demand for enhancements

* Competing demands for maintainers’ time
* Meeting scheduled commitments

* Turnover 1n user organisations

S.L.Pfleeger, Software Engineering: Theory and Practice, Prentice Hall, 1998.



Is 1t hopeless?

* Higher quality
+ less (c) maintenance
* Anticipating changes
x less (a&p) maintenance
* Better tuning to user needs
+ less (p) maintenance
* Less code
x less (%) maintenance

Maurice ter Beek, http://www.liacs.nl/~mtbeek/se-ma.pdf




Roadmap

* Metaprogramming

* Reverse engineering

* Software analytics

* Clone management

* Source code manipulation

* Legacy
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AYSE Detecting Complex Changes

*k Metamodel evolves

* Follow user actions
* Detect complex patterns

* Enrich evolution trace

During Metamodel Evolution

Detecting Complex Changes During
Metamodel Evolution
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ESEC Automated Unit Test Generation
for Evolving Software

x Software evolves.

Automated Unit Test Generation for Evolving Software

*x How about test cases? e

Regent Court, 211 Portobello, Sheffield, UK, S1 4DP
sina.shamshiri@sheffield.ac.uk
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Detection of Software
ICPC  Evolution Phases based on
Development Activities
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* commits — fine—grailned

* releases — coarse

ICEFaces

* Something 1n between?

* 8 kinds of phases:

* changes: 1important/not

ArgoUML JFreeCh.

* dev: rapid/slow

* change types: different/same

jor development ac
overview to help soft- c ze a time period, and to detect recurrent patterns
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* Expert/novice devs
* Look at students

* first year
* final year

¥ Use diagrams to explain
design

& Use design to understand
problem

Develop design before coding
¥ Comprehensive testcases
20% K Use design principles or

standards
Other

(b) Final year

Evolution of Software
Development Strategies

'ACM 37th IEEE International Conference on Software Engineering

Evolution of Software Development Strategies

Katrina Falkner, Claudia Szabo.

Vivian and Nickolas Falkner

School of Computer Science

The Universit:
Adelaide.

meta-cognitive Y
of software development skills and processes. This development
happens over time and is influenced by many factors, however
understanding by tes der to develop
s and materials to from novice to

oftw i In this paper, we analyse the evolu
of learning strategies of novice, first year students, to expert, final
year students. We analyse reflections on software development
processes from students in an introductory software development
nd compare them to those of final students, in a

ing design before coding in
, but that several areas still
st in learning development.

I. INTRODUCTION

The development of deep learning strategies, self-regulation,
abstract thinking and metacognitive strategies are vital in order
to assist students in achieving success [1], [2]. A student
with self-regulated learning behaviours will set their goals,
determine and allocate their resources, as well as manage
their time effectively [3]. Without this fundamental level of
metacognition, students cannot direct their knowledge in a
useful and constructive manner and thus are unlikely to su
ceed. A significant aspect in the development of self-regulating
learning (SRL) strategies is the ability to monitor and reflect
upon those strategies within the context of
(CS) as a discipline, enabling the individual to identify their
success or failure, identify strategies to apply in specific
contexts, and develop new strategies [4] . Allwood [6]
i more general strategies
ather than the more powerful specialised strategies employed

ding to Robillard [7], expert programmers

planning process, based upon

nceptual knowledge required to complete the specified

task, enabling a breadth-first search of the problem space.

Novice programmers, however, build their planning and design

processes upon their knowledge of programming languages,

resulting in a depth-first search and a focus on concrete rather
than abstract

The transition from novi is assisted by reflection
on prior successes and failures [8], followed by analysis of
potential areas for improvement. Before we can assist our
students in the p f reflecti n, we

ategies for the

of Adelaide,

CS context [9]. Therefore, we must develop an understanding
of those discipline specific strategies that can be successfully
learnt and adopted by students [10].
In our previous work [11], we analysed studen
on their SRL processes as applied to introductor
development. Using a grounded theory model of
analysis, we were able to identify SRL strategies that are spe-
c to software development, expressed in the students” own
words and relative to th S /e presented a
detailed analysis of the nature of these discipline-specific SRI
strategies and how these strategies contribute to the learning
of novice students. In this paper, we explore the evolution
ccific SRL strategies through the combined
analysis of a cohort of novice students, and a second cohort of
final year students. We present an analysis of the evolution of
ategies from novice to expert learners, with the aim of
ying points where the development and application of
identified SRL can be improved. The analysis of this evolution
is fundamental for the development of targeted scaffolding and
support to address identified issues. Our findings show that
students develop a range of sophisticated strategies, that can
be readily scaffolded within the curriculum.

II. RELATED WORK

elf-regulated learners have been defined by Zimmerman
as those that “plan, set goals, organise, self-monitor and
self-evaluate”. The development of SRL strategies has been
found to be a complex issue, associated with the perceived
purpose of engagement with the activity, the students self-
perception of their ability, and the situated context of the
ity - these three factors impact upon the self-regulation

tion [12]. Lichtinger and Kaplan [13] call for the identification

of domain and context-spec

the articulation of types of SRL strategies that would be desir-

able for students within that domain. Further, the development

f ive domain-spec strateg h as doma

based design and planning, ¢ i

velopment of other SRL strategies [14]. Kramer [15] desc
ftware engineering

'm abstract thinking and to

pplication and de-

students as their ‘ability
exhibit abstraction skills’.
The categorisation of ‘expert-novice’ [16], a subset of
in their devel
ment of discipline knowledge, presents us with an interesting

novices who are able to progress quicl

Fl
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* Impact of architecture

on evolution?

* Problem: documentation

* Reverse engineer!
IR, DM, ..
modularisation

* Architectural bad smells

* heuristics,
* e.g

* X—module co-change
* 20% defects, 2x time2fix

A Study on the Role of Software
Architecture 1n the Evolution
and Quality of Software

2015 12th Working Conference on Mining Software Repositories

A Study on the Role of Software Architecture in
the Evolution and Quality of Software

Ehsan Kouroshfar*, Mehdi Mirakhorli’, Hamid Bagheri*, Lu Xiaof, Sam Malek*, and Yuanfang Cai
*Computer Science Department, George Mason University, USA
ftware Engineering Department, Rochester Institute of Technology, USA
iCompu(cr Science Department, Drexel University, USA

»lbvtm —Conventional wisdom uggest that e
E e\nlutitm.

how
No p y
impm‘l of architecture on the evolution of software from its
change history. Thi b s
ems do not document their architectures. We have overcome
o ing several architecture recovery techniques. W
mine if co-changes spanning
multiple architecture modules are more likely to introduce bugs
than co-changes that are within modules. The results show that
the co-changes that cross architectural module boundaries are
more correlated with defects than co-changes within modules,
implying that, to improve accuracy, bug predictors should also
take the software architecture of the system into consideration.
Index Terms—Software Repositories, Software Architecture,
Defects.

1. INTRODUCTION

to deal with the complexit; implementing and maintaining
software systems. One of those al ions is softw ar
chitecture, which has shown to be purutulur]\ effective for
reasoning about lh

low-level s
At the out: f any large-scale s construction proj
is an architectu si The architecture produced
at this stage is often in the form of Module View [10],
representing the decomposition of the software system into
its implementation units, called architectural mudu[u and
the dependen among them.!
a high-level blueprint for the implementation
maintenance activities.
‘Well-designed software architecture employs the principle
aration of concern to allocate different functionalities
i fferent architectural elements com-

IThe notion of architectural module should not be confused with module
aditionally used in the literature to refer to files or classes. Here, we
use the notion of module to mean architecturally significant implementation
artifacts, as opposed to its typical meaning in the programming la
Architectural modules represent the construction units (subsystems), and
therefore, also different from software components that represent the runtime
units of computation in the Component-Connector View [10]

a \\'e]l—deiigned architecture. Conversely, bad architecture,
chitectural bad smells [18], can increase the
ssibly leading to poor software quality [23]. In

pdrluular ullmd functionality, a well-known architectural
bad smell, increases the system’s complexity by intermingling
the functionality across multiple architectural modules. While
certain level of concern scattering is unav ble due to non-
functional concerns (e. ity), a chitecture tries

hown that the more scattered the changes among
are system’s |mplemem.mnn artifacts such as source
ses, the high \
. thereby the higher is the likelihood of introducing
. In addition, c s (i.e., multiple changed files
mmmed to a repository at the same time) have shown to be
indicators of logica upled concerns [17], which are
l\nu\m to correlate with (he number of def [51, [13].
However, a topic that has not been studied in the prior
research, and thus the fo of this paper, is whether co-
changes involving several architectural modules(cross-module
co-changes) have a different impact on software quality than
co-changes that are localized within a single module (intra-
module co-changes). Two insights seem to suggest llul not
all ¢ h.mges have the same eﬁe . First,
module
and thus co-
is likely to deal with less concerns than those that
the modules. Second, it is reasonable to assume in a large-
scale soft ystem, the developers are familiar with only a
and thus the more crosscutting
the co-changes, the more difficult it would be for the developer
to fully understand the consequences of those changes on the
system’s behavior.
en that a large body of prior rescarch has leveraged
i rs (e.g., predicting
) [12], [22], [27),
of this topic is highly relevant, as it h
ial to support the construction of more accurate
by le ging architecture information. In addition,
empirical evidence corroborating our insights would underline
the importance of software architecture in the construction and
maintenance of software. In fact, the approach would pave the
way for building predictors of architectural bad smells based




* Tasks evolve with sw
* Can be grouped by topic
* Strength evolution
* Content evolution
never together
* Use unstructured repos

* Visualise!

Modeling the Evolution
using Dynamic

Modelling the Evolution of
Development Topics using
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s the development of a software project progresses,
grows accordingly, it difficult to under-
stand and maintain. During software maintenance and evolution,
software developers and eholders constantly shift their focus
between different tasks and topics. They need to investigate into
software repositories (e.g., revision control systems) to know what
tasks have recently been worked on and how much effort has
been devoted to them. For example, if an important new feature
request is received, an amount of work that developers perform
on ought to be relevant to the addition of the incoming feature.
If this does not happen, project managers might wonder what
ind of work developers are currently working or
Several topic analysis tools based on Latent Dirichlet Alloca-
tion (LDA) have been proposed to analyze information stored in
are repositories to model software evolution, thus helping

efforts at various time during software evolution. Previous LDA-
based topic analysis tools can capture either changes on the

hs of various development topics over time (i.e., strength
evolution) or changes in the content of existing topics over
time (i.e., content evolution). Unfortunately, none of the existing
techniques can capture both strength and content evolution. In
this paper, we use Dynamic Topic Models (DTM) to analyze
commit messages within a project’s lifetime to capture both
strength and content evolution simultaneously. evaluate our
approach by conducting a case study on commit messages of two
well-known open source software systems, jEdit and PostgreSQL.
The results show that our approach could capture not only how
the strengths of various development topics change over time,
but also how the content of each topic (i.e., words that form the
topic) changes over time. Compared with existing topic anal
approaches, our approach can provide a more complete and
valuable view of software evolution to help developers better
understand the evolution of their projects.

I. INTRODUCTION

Mining unstructured software repositories (e.g., bug reports,
mailing lists, commit messages, etc.) has emerged as a research
direction over the past decade, which has achieved substantial
success in both research and practice to support software
maintenance [1]-[3]. These studies have shown that interesting
and practical results can be obtained from mining these software
repositories, thus allowing maintainers or managers to better
understand how software evolv

Unlike structured contents in software repositories (e.g.,

urce code, execution traces, change logs, etc.), unstructured
contents are often harder to analyze because the data is often
vague and noisy [4], making it time-consuming for project

978-1-4799-8469-5/15/$31.00 © 2015 IEEE

stakeholders to manually analyze software repositories. One of
recent advanced techniques
models), such
automati
and organize the underlying structure of software documents
[6]-[16]. Topic models can be used to discover a set of idea
ics) that well describe the entire corpus. Topi
s that co-occur frequently in the entire
corpus and usually have a close semantic relationship. More
specifi a topic model can represent a set of documents
a set of topics, where each document contains one or more
and each topic is composed of a set of words

Understanding how development toj
in a software reposito

evolve, i.e., change,
roject stakeholders

at various time points during proj lifetime. For example,
project managers can understand what tasks have recently
worked on and how much effort has been devoted to each task
by retrieving revision control systems [10], while developers
can understand the evolution of certain features of source code
by mining source code repositor

To help developers understand ution, a number
of LDA-based approaches have been proposed. Thomas et
al. applied the Hall model [17] to analyze the entire history
of source code documents to recover information on how
the strengths (i.e., popularity) of various topics change over
time [6], [9]. They ran LDA once on all versions of a software
project to get a . and then
to represent the strength of a topic for
such a way, their approach can capture the strength evolution
of the development topi However, the content of a topic
(i.e., the set of words that form a topic), never changes acro:
the versions. On the other hand, Hindle et al. applied the Link
model 18] which runs LDA for each time window separately
and then used a p ng phase to link topics which
are similar enough a sive time windows [10]. Their
approach can capture changes in the content of each topic over
time (i.e., content evolution). Unfortunately, it cannot recover
the strength of a topic across all time windows — for some
time windows, some topics do not exist and are expressed
combinations of other topics. Thus, none of existing approaches
can capture both strength and content evolution.

veral metrics

SANER 2015, Montréal, Canada
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— Maintenance and evolution are important parts
i In recent years, version

- for all s
systems have played a key role in software development
Not only do they provide a means to coordinate
— N
programmers, organize and manage source code, but they also
’ the evolution history of the source code into their software

ories. Mining software repositories has provided many

insights on the evolution of software, both for researchers and

practitioners. In this paper we propose that versioned software

contracts — mined from software repositories — can be a powerful

tool for better understanding and supporting software evolution.

’ ’ Tooling support is critical, due to the complexities of configuring,

[ ]

'y id 144 compiling, nd ranning the software 6 produce measingfel
inferred contracts. This paper contributes both techniques and
tool support for downloading, building, and analyzing open

’ EER source software from social coding sites like GitHub. The tool

automatically produces a description of software evolution
represented by versions of program invariants.

Keywor software evolution; version control; contracts;
program analysis; software testing

|
1. INTRODUCTION
Modern software projects relay on Version Control
Systems (VCS) to help developers communicate and manage

bug fixes and software releases. Well-known VCS include
CVS [1], SVN [2], and Git [3]. VCS have a central repository

where all authorized programmers can upload their change
s repository maintains all versions of the software code; it
also enables analyzing differences among various software
Most industrial software projects update their

| | |
products when a new stable version (or a milestone)
available to release. Between releases programmers work on
port and push their changes to the

hen the new version is ready, a snapshot of the
taken and the code is compiled to produce the
next version of the program. In certain cases the development
n even revert their product b: i
persisted in the repository to remove problems
introduced in the latest version.

Therefore, VCS repositories provide a historical view of the
oftware evolution. Such information can be helpful in tackling
many challenging software engineering problems, such ¢

reusing software components, debugging, predicting future
code changes, and more.

* http://github.com/ybank/inv— S

In this paper we leverage this data by first using Daikon [4]
framework for creating contracts for each method implemented
in the different versions of source code, and then identifying

oss different versions. To this
end we created a semi-automatic tool that downloads source
code from Git repositories, builds the project using a modified
version of Apache Maven [5] project management tool, and
uses Daikon to extract changes in method automaticall
experiments, we demo e two potential benefits of this
approach by showing how certain refactorings and bug fixes
are identified by our approach.

We structure the remainder of th follow:
ction, we analyze the research related to mining the
source code history for discovering useful information from
certain facets of the code. Then in Section 3 we discuss the
tools and practices that support our approach to understand the
evolution of software el I tion 4 we present some

present our conclusions and outline future work.

II. RELATED WORK

One frequently visited problem is how developers can
ake the most use of the legacy code. In [6] researchers mine
into software repository and find relevant API usage examples
based on call-graph information. Similarly, [7] finds code
snippets based on the interaction patterns. Then researchers
apply certain data mining algorithms [8] based on the
information found. The historical information is also helpful
for debugging. [9] improves traditional static bug finding
process by searching into source code change histories for
previously fixed bugs. [10] shows how versioning can help
make debugging more effective and efficient. Researchers
generally inspect the source code and relate snippets with types
of bugs they defined, then use this information to assist future
debugging [9]. There are more research scena where the
source code evolution information helps. For example,
researchers can use it to predict future code changes [11], [12].
In addition to helping with coding activities, analyzing
software rep an help understand a wider range of
aspects of software evolution, like developers’ efforts. For
xample, [13] takes as input the commit logs and bug reports to
detect “hotspots” where higher development activities
indicated.

In summary, most researchers analyze code histories in
ays that are tightly coupled with, but contribute the most to
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tem maintainers face several challeng
ming from a sy: and its library dependencies evolving
may lack the historical knowledge
required to efficiently manage an
libraries are regularly updated, some
on older versions. On the other hand, maintainers may be
unaware that other systems have settled on a different version
of a library. In this paper, we visualize how the dependency
relation between a system and its dependencies evolves from
two perspectives. Our system-centric dependency plots (SDP)
e library versions a system depends on
over time. The radial layout and heat-map metaphor provide
sual clues about the change in dependencies along the system’s
From this perspective, maintainers can navigate
centric dependants diffusion plot (LDP). The LDP

through four case scenario:

1. INTRODUCTION

Dependence on third-party software libraries has become
standard practice in both open source and industrial software
engineering [1], with a vast source of libraries from large
repositories such as SourceForge' and Maven Central®. S
tems now rely on several dependencies of different librarie
such SM?, GOOGLE-GUAVA*, JUNIT® and popular frame-
works like SPRING ® and HIBERNATE ". As these libraries each

e independently from the tem and from each other,
ing their evolution becomes important for the maintainers
of a system.

As part of software maintenance, upgrading (or updating
which we will use interchangeably) to a newer version of
an outdated library may seem an obvious decision with
advantages such as patched vulnerabilities, ¢ to new
features and continued support. However, deciding whether
to upgrade requires careful consideration for systems with
complex dependencies. For instance, knowledge of which
dependencies were adopted at the same time may indicate

Thttp://sourceforge.net/
hup://mvnrepository.com/
3http://asm.ow2.0

“http

Shitp://junit.org/
Shttps:/spring.io/
"hup:/hibernate.org/
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n use this information to trace
respective affected system structures. Knowledge
ast upgrade decis with
intainers. Examples include sign:
such as dropped and adopted librari
particularly useful for novice
ntainers and maintainers of poorly documented systems
dependencie:
e seasoned maintainers, on the other hand, can benefit
from knowledge about upgrade decisions made by different
ems. Examples include identifying opportunities for up-
grading to a newer ver: well as opportunitie:
for migrating to a different library altogether. For instance,
many systems might settle for a particular version because
the next one has introduced many breaking API changes
Recognizing migration opportunities requires considering the
dependency decisions of systems with similar dependencie:

an equivalent one that is more frequently m:
better documentation.
In this paper, we vis

i dependencies from two perspectives. Our System-
centric Dependency Plot (SDP) provides an intuitive overview
of the evolul of the dependencies of a sy
Different types of dependency changes can be discerned easily
Maintainers can differentiate between dependencies that are
regularly updated and those that do not change. We use a heat-
map metaphor to characterize the willingness of a sy
adopt newer versions of a library as they are released.

From within the SDP, users can access library-
and diffusion information by selecting a single dependen
The Library-centric dependents Diffusion Plots (LDP) that i
shown to this end incorporates the “wi f-the. ” by
analyzing how other systems use a library. LDPs visualize the
diffusion of dependent systems between the different versions
of a library as well as mc
version.

We demonstrate the usefulness of both visualizations in
four maintenance scenarios. In addition, we discuss interesting
visual observations in visualizations of real-world sy
libraries. We provide the following two contribution:

« We present a visualization to explain the current state of

a software system using important dependency changes

@ computer
soclety
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Conc lusion

* Software evolves

* Software evolution obeys certain laws

x Software rots in time (quality, complexity...)
* 70% of software engineers do maintenance

* Many software systems are legacy

* Forward, reverse and re—-engilneering

* Actively researched field

* Learn to build tools
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